**The Sparks Foundation - GRIP - Data Science and Business Analytics Intern - AUGUST-2021**

# TASK 2 - Prediction the optimum number of clusters From given iris dataset

by JANGAM RANJEETH

DATASET LINK-[https://bit.ly/3cGyP8j (https://bit.ly/3cGyP8j)](https://bit.ly/3cGyP8j)

In this task we are going predict optimum number of clusters formation and visualize it using Elbow method

# Step1 Defining objectives

In

[12]:

*#importing nessessary libraries*

**import**

sklearn

**import**

numpy

**as**

np

**import**

pandas

**as**

pd

**import**

matplotlib

.

pyplot

**as**

plt

**import**

seaborn

**as**

sn

**import**

warnings

warnings

.

filterwarnings

(

'ignore'

)

# Step2 Data collection

[13]:

Out[13]:

**Id**

**SepalLengthCm**

**SepalWidthCm**

**PetalLengthCm**

**PetalWidthCm**

**Species**

**0**

1

5.1

3.5

1.4

0.2

Iris-setosa

*#importing the dataset and displaying*

dt

**=**

pd

.

read\_csv

(

"Iris.csv"

)

dt

1. 2 4.9 3.0 1.4 0.2 Iris-setosa
2. 3 4.7 3.2 1.3 0.2 Iris-setosa
3. 4 4.6 3.1 1.5 0.2 Iris-setosa
4. 5 5.0 3.6 1.4 0.2 Iris-setosa **...** ... ... ... ... ... ...
5. 146 6.7 3.0 5.2 2.3 Iris-virginica
6. 147 6.3 2.5 5.0 1.9 Iris-virginica
7. 148 6.5 3.0 5.2 2.0 Iris-virginica
8. 149 6.2 3.4 5.4 2.3 Iris-virginica
9. 150 5.9 3.0 5.1 1.8 Iris-virginica
10. rows × 6 columns

# Step3 Data Preprocessing

In

[14]:

Out[14]:

**Id**

**SepalLengthCm**

**SepalWidthCm**

**PetalLengthCm**

**PetalWidthCm**

**count**

150.000000

150.000000

150.000000

150.000000

150.000000

dt

.

describe

()

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **mean** | 75.500000 | 5.843333 | 3.054000 | 3.758667 | 1.198667 |
| **std** | 43.445368 | 0.828066 | 0.433594 | 1.764420 | 0.763161 |
| **min** | 1.000000 | 4.300000 | 2.000000 | 1.000000 | 0.100000 |
| **25%** | 38.250000 | 5.100000 | 2.800000 | 1.600000 | 0.300000 |
| **50%** | 75.500000 | 5.800000 | 3.000000 | 4.350000 | 1.300000 |
| **75%** | 112.750000 | 6.400000 | 3.300000 | 5.100000 | 1.800000 |
| **max** | 150.000000 | 7.900000 | 4.400000 | 6.900000 | 2.500000 |

[15]:

dt

.

info

()

<class 'pandas.core.frame.DataFrame'> RangeIndex: 150 entries, 0 to 149

Data columns (total 6 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

1. Id 150 non-null int64
2. SepalLengthCm 150 non-null float64
3. SepalWidthCm 150 non-null float64
4. PetalLengthCm 150 non-null float64
5. PetalWidthCm 150 non-null float64
6. Species 150 non-null object dtypes: float64(4), int64(1), object(1) memory usage: 7.2+ KB

In [16]: print(dt.isnull().sum(),'\n\n Number of duplicate rows:',dt.duplicated().sum())

Id 0

SepalLengthCm 0

SepalWidthCm 0

PetalLengthCm 0

PetalWidthCm 0 Species 0 dtype: int64

In

[17]:

Number of duplicate rows: 0

*#Removing the duplicates*

dt

.

drop\_duplicates

(

inplace

**=**

**True**

)

dt

.

shape

[

0

]

Out[17]: 150

In

[18]:

*#removing the id column*

dt

**=**

dt

.

iloc

[:

,

1

:]

dt

.

columns

Out[18]: Index(['SepalLengthCm', 'SepalWidthCm', 'PetalLengthCm', 'PetalWidthCm',

'Species'], dtype='object')

# Step4 Data divided into clusters

[19]:

x

**=**

dt

.

iloc

[:

,

[

0

,

1

,

2

]].

values

**from**

sklearn

.

cluster

**import**

KMeans

km

**=**

KMeans

(

n\_clusters

**=**

3

)

km

.

fit

(

x

)

Out[19]: KMeans(n\_clusters=3)

In

[20]:

km

.

cluster\_centers\_

*#finding nearest values*

Out[20]: array([[5.006 , 3.418 , 1.464 ], [6.83571429, 3.06428571, 5.6547619 ],

[5.84655172, 2.73275862, 4.3637931 ]])

In

[21]:

*#data is labeled as centroid values*

pred

**=**

km

.

labels\_

pred

Out[21]: array([0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 1, 2, 1, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2,

2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 1, 1, 2, 2, 2, 2, 2, 2, 2, 2, 1, 2,

2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 1, 2, 1, 1, 1, 1, 2, 1, 1, 1,

1, 1, 1, 2, 2, 1, 1, 1, 1, 2, 1, 2, 1, 2, 1, 1, 2, 2, 1, 1, 1, 1,

1, 1, 1, 1, 1, 1, 2, 1, 1, 1, 2, 1, 1, 1, 2, 1, 1, 2])

In

[22]:

Out[22]:

**SepalLengthCm**

**SepalWidthCm**

**PetalLengthCm**

**PetalWidthCm**

**Species**

**clusters**

**0**

5.1

3.5

1.4

0.2

Iris-setosa

0

dt

[

'clusters'

]

**=**

pred

dt

1. 4.9 3.0 1.4 0.2 Iris-setosa 0
2. 4.7 3.2 1.3 0.2 Iris-setosa 0
3. 4.6 3.1 1.5 0.2 Iris-setosa 0
4. 5.0 3.6 1.4 0.2 Iris-setosa 0

**...** ... ... ... ... ... ...

1. 6.7 3.0 5.2 2.3 Iris-virginica 1
2. 6.3 2.5 5.0 1.9 Iris-virginica 2
3. 6.5 3.0 5.2 2.0 Iris-virginica 1
4. 6.2 3.4 5.4 2.3 Iris-virginica 1
5. 5.9 3.0 5.1 1.8 Iris-virginica 2
6. rows × 6 columns

[23]: display(dt['clusters'].value\_counts(),dt['Species'].value\_counts())

2 58

1. 50
2. 42

Name: clusters, dtype: int64

Iris-versicolor 50

Iris-setosa 50

Iris-virginica 50

Name: Species, dtype: int64

# Step 5 Prediction using Elbow method

In

[24]:

In

[28]:

![](data:image/png;base64,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)

*#finding optimum number of clusters*

wss

**=**

[]

cluster\_range

**=**

range

(

1

,

11

)

**for**

k

**in**

cluster\_range

:

km

**=**

KMeans

(

n\_clusters

**=**

k

,

random\_state

**=**

0

)

km

.

fit

(

x

)

inertia

**=**

km

.

inertia\_

wss

.

append

(

inertia

)

plt

.

figure

(

figsize

**=**

(

8

,

5

))

plt

.

xlabel

(

"Here the cluster range"

)

plt

.

ylabel

(

"sum of squared error"

)

plt

.

title

(

"finding no of clusters in iris dataset"

)

plt

.

plot

(

cluster\_range

,

wss

,

marker

**=**

"o"

)

plt

.

show

()

# Step 6 Visualization of clusters

In [26]: *#fitting the data* kmeans **=** KMeans(n\_clusters **=** 3, init **=** 'k-means++', max\_iter **=** 300, n\_init **=** 10, random\_state **=** 0) y\_kmeans **=** kmeans.fit\_predict(x)

In [27]: *# Visualising the clusters - On the first two columns* plt.scatter(x[y\_kmeans **==** 0, 0], x[y\_kmeans **==** 0, 1], s **=** 25, c **=** 'red', label **=** plt.scatter(x[y\_kmeans **==** 1, 0], x[y\_kmeans **==** 1, 1], s **=** 25, c **=** 'blue', label **=** plt.scatter(x[y\_kmeans **==** 2, 0], x[y\_kmeans **==** 2, 1],s **=** 25, c **=** 'green', label **=**

*# Plotting the centroids of the clusters*

plt.scatter(kmeans.cluster\_centers\_[:, 0],kmeans.cluster\_centers\_[:,1], s **=** 100, c **=** 'yellow', label **=** 'Centroids') plt.grid() plt.legend()

Out[27]: <matplotlib.legend.Legend at 0x15f1b6487c0>

In [ ]:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXUAAAD7CAYAAACVMATUAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAADK9SURBVHhe7Z0JmBTVuffPsAoMKHFhERODSqK4sKjIpuCYoIYnJtE8gMHt0Ri3a67Kp/H7WJIBNQt6E7K4JkYlgtc1gnpJkMEFc5UgajQqApqIQFTCMgPCMNDf+z9VNVPT0911uvtUdVX3/8fzf6rOqZ6qt043b58+9Z73KEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhJBk0V60UrRQl1ozRrRV9Jqr6SJCCCEx5lrRg6JsTj1TPSGEkAipcrdB9BPdJ7pJBOc+XuQHTn2KKL0+K/vvv3/q0EMPdUvRs337dtWtWze3FG+SYivttAs/o/YpBztXrFjxqWwOdEqF84hoqChbjxz1m0Svi54RDRTlZOjQoalSUldX5+7Fn6TYSjvtws+ofcrBTnGff3W8aGZMeurofZ8pukKUrUfeQ7RX1CDCa38hOkKUzqWuVK9evYbOnz8fuyWhoaFBVVdXu6V4kxRbaadd+Bm1TznYOXbs2BWyOd4pFcYtonWiD0QbRTtEc0W5wGsPcHYzw566OewF2YV22odtapdcdor7zNlTb+duc3GjCGPqGACfKFoimizy01vk9fpPFOG8GI4hhBASISZOPRuXuQLniN4UYUx9jgjOH98ohBBCIiRfp75U5I2n3+EK/EqEh6PHiU4SvSQihBASMcX01Amxxp49Si1cqNTMmc4WZUJI/tCpk5IDBz5unFKTJik1Y4azRZmOnZD8oVMnJeeZZ5R6+WWEcSmFZ/vYoox6Qkh+0KmTkrNyJWbQuQUXlF9DFiFCSF7QqZOSM3iwUukzolEeNMgtEEKMoVMnJeeMM5QaNkwpTKCrqnK2KKOeEJIfdOqk5LRvr9SiRUrNm6dUba2zRRn1hJD8oFMnsQAOfPx4paZOdbZ06IQUBp06IYSUEXTqhBBSRtCpE0JIGUGnTgghZQSdOiGElBF06oQQUkbQqRNCSBlBp04IIWUEnTohhJQRdOqkaLwFLjZs4AIXhJQaOnVSFP4FLtav5wIXhJQaOnVSFP4FLgAXuCCktNCpk6LgAheExAs6dVIUXOCCkHhBp06Kwr/ABeACF4SUFjp1UhT+BS769uUCF4SUGjp1UjTeAhd9+nCBC0JKDZ16mePFkM+cyRhyQioBOvUyxh9DPmMGY8gJqQTo1MsYfwx5KsUYckIqATr1MoYx5IRUHnTqZQxjyAmpPOjUyxh/DHlVFWPICakE6NTLGH8MeW0tY8gJqQTycepwBStFC3WpNdIPVHNEq0VviIaISAzwYsinTmUMOSGVQD5O/fuit53dNuAH/RGuLhXdLiLEGoy3J8QMU6feT/Q10T261JazRPeLUqL/Fe0n6iMipGgYb0+IOaZO/eei60V7daktB4s+dHY160SoI6RoGG9PiDkYCw9ivOhM0RWiMaIpbp2fp0S3iF7UJaWeFeFLYIUutYChGUj16tVr6Pz587FbEhrEM1R7qQVjTlJsDctOLJOHVZXSQQIx5JvJl0pvzzBgm9oll51jx46FXz3eKRUGnDV63h+INop2iOaK/Nwpkh/FzbwryvnfbejQoalSUldX5+7Fn6TYGpadCxakUtXV6KO3CGXUF0Klt2cYsE3tkstOcZ9/dbxoZkyGX24UYUz9UNFE0RLRZJGfJ0Xni9DzP0m0VST9K0KKh/H2hJiTT/RLOpe5Ak+L1ooQ0ni3CEM1hFiB8faEmJOvU18q8sbT73AF8JPgStFhomNEOX8eEJIvjLcnxIxieuqkAmhsVGr6dKVqapwtyoSQ+EKnTrICB967tzPhZ8kSZ4syHTsh8YVOnWRl1iylNm92Cy4oo54QEk/o1ElWli1zd9J46SV3hxASO+jUSVZGjnR30hgxwt0hhMQOOnWSFUSa9OzpFlxQRj0hJJ7QqZOsdOqk1MaNSk2b5kS/YIsy6gkh8YROneQEDhwTfhYvdrZ06ITEGzp1QggpI+jUE8xnnyk1caJS/fs7W5STChfBIHFnz949auGqhWrmczP1FuV8sXGOIOjUEwoceI8eSj30kFLvv+9sUU6iY+ciGCTuwPmOmztOTXp0kpqxdIbeopyPU7ZxDhPo1BPKRRcp1dTkFlxQRn3S4CIYJO48s/oZ9fJHL6uGxgaVkn/Yoox6U2ycwwQ69YTyyivuThrLl7s7CWLlSqW2b3cLLii/9ppbIKTErNywUm1vbP0hRfm1jeYfUhvnMIFOPaGceKK7k8YJJ7g7CWLwYKW6dXMLLigPGuQWCCkxg/sMVt06tf6Qojyot/mH1MY5TKBTTyj33qtUhw5uwQVl1CcNLoJB4s4Zh5+hhh08TFV3qlZV8g9blFFvio1zmECnnlC6dFFq2zalJkxwol+wRRn1SYOLYJC4075de7Vo8iI17+x5qnZsrd6ijHpTbJzDBDr1BAMHjrW716xxtkl06B5cBIPEHTjf8QPGq6knT9XbQpyxjXMEQaeeYGzEdgedw8Y1CCHRQaeeUOBci43tDjqHjWsQQqKFTj2h2IjtDjqHjWsQQqKFTj2h2IjtDjoH48cJSR506gnFRmx30DkYP05I8qBTTyg2YruDzmHjGoSQaKFTTyg2YruDzmHjGoSQaKFTTzBwrsXGdgedw8Y1CCHRQaeeAYTsxSE227NjwwbGiJPyBalnw84xXknQqacBxxmH2Gy/HevXM0aclCdR5RivJOjU04hLbLbfDsAYcVKORJVjvJKgU08jLrHZjBEnlUBUOcYrCTr1NOISm80YcVIJRJVjvJKgU08jLrHZfjsAY8RJORJVjvFKgk49DYTsxSE2229H376MESflCVLPRpFjvJKgU88AHGccYrM9O/r0YYw4KV+iyDFeSZg49X1EWOb4ddFboh+J0hkj2irC0w1ouogUSWOjNKS05KpVzhZlP97xmprMxwFCIMOOufeuwXh6QkqPiVPfJTpVdJwITy9OF50kSucFEY5DtagghQMH3bu344zr650typ7j9h9fsqTtcQDnGnbMvf8ajKcnpPSYOPWUyI2WVh1doY6EyKxZSm3e7BZcUEY9CDoOooi5Zzw9IfGiyt0GgUGuFaLDRb8W3SDyg+GXR0XrRNJfU1NEGKpJ51JXqlevXkPnY2HNEtEg3qfaCy2JIRhyQQ8d9OvXoNatc2zt3l2pAQNaH/fjHQcYDkHvOR08eMU4vQ381/DbafMaton7e++RFDsB29QuuewcO3YsfPHxTql49hPViY7WpRZ6iDwLzhS95+xmZ+jQoalSUldX5+7Fk2nT0Ld2NHt2XfM+6tOP++UdBwsWpFLV1a2Po4x6W/iv4dlp+xq2ift775EUOwHb1C657BT3+VfHi2Ym3+iXLaKlIoyr+9km8oZonhZhiOYAXSIFMXXqGnX33VeoLVt6yBfgCr1FGfXOcaV69tS7zaCMeo8oYu4ZT09IvDBx6geK0EMHXUSnid7RpRZ6i7yhnBNFOO8mXSIF8Izq1OlYdfHF96h993XGWLBFGfXOcaU2blRq2jQn+gVblFHvgRDIsGPu/ddgPD0hpcfEqWNkFEMub4iWi/4sWii6zBU4R/SmCGGPc0QTRfiZQPIGPXE05w7pXe/WNR5OeYcIx9doBw5nvXixs/U7dA8417Bj7r1rMJ6ekNJj4tThzAeL0EXEWLoXrniHK/Ar0UARwh4R7viSiBTEraLWzrwtOP5fzi4hhPjId0y9IkCMdbETdhAvHjQxKDNzRSZO/QEjO4u9l8LvI4Z4jVHELCmTBR1MXkNI2RHX6JemplSqpsaJ4KiqcrYoo96UXbtSqZ49W0edoIz6YOSiKfkDn+rqZrep27u3XaCdxd5LvvcR68gCX2PUzZb2zLcxhKY9Tama+2pS1TdXp6p+WKW3KKPew+Q1piQlUgOUQ1RJnMhlp7hPq9EvZY+NCTsmE4Oy40WG5qapqTrQzmLvpbj7iBn+xgD5NoZgsqADF30gpYZOPQ0bi1MsW+bupPGS0ZOGySJEhOaio9hzXqCdxd5LcfcRMyy8sSYLOnDRB1Jq6NTTsLE4xciR7k4aI0a4Ozm5ThTs1Ovrrwm0s9h7Ke4+YoaFN9ZkQQcu+kBKDZ16GjYm7JhMDMrOYaJHVCrVVTU2tnbuKKMex0855bBAO4u9l+LuI2b4GwPk2xiCyYIOXPSBlBo69TQQY13shB2TiUG5OUOc8BtyzUvVzp3IwKD0FmXU47iJncXeS/H3ESP8jVHgLCmTBR1MXkNIWcLcL+YwssAutNM+bFO75LJT3CejX5JKUFi1d7yYeHpinz27G9XCudPVzNoavUU5ahqbGtX0uumq5r4avUWZVAZ06jEFDjrX4hP+42EtgEHyBw583P/prSa9PVPN2LNEb1GO0rHDgfe+tbea+fxMteSDJXqLMh17ZUCnHlOCwqr9xwuNpyf2eeahWerlbptVQyd5X+R/F7Yooz4qZr0wS23e2XqCAcqoJ+UPnXpMCQqrthFPT+yzcu0ytb2DW3BB+bW10QX3L/tn5gkGL33IlEyVAJ16TAkKq7YRT0/sM7j/SNWtyS24oDyof3TB/SM/n3mCwYhDkjjBgOQLnXpMCQqr9h8PawEMkj9nTJiqhm3vqaob5X3ZK++LbFFGfVRMHT1V9dyn9QQDlFFPyh869ZgSFFbtP15oPD2xT/uOndSin21U846cpmrb1+gtyqiPik4dOqmN121U006epmq+WKO3KKOelD906jEGDjrX4hPe8TAXwCD5Awc+fnKtmjp9sd5G6dA94MAx+Wnx+Yv1lg69cig7p46QvmJjt4POEVWOcc+OItJ/VxZBb1xMCIpj9/Kxb2jYEGo+9qC870HHgfeaYmw1uQ5JAGHMKM0nf3i2GVtB5yguV7o5fjuwSn+ue4kLJZ2tF/TG+SilnU2Nu1I13++Zqv6/KlU1XektyqjXx3352Gc/OLuofOy5CMr7HnQc+F9TqK0m17EJZ5QmDBux20HniCrHuN8OUMi9VBRBb1xMCIpj9+djB2HlYw/K+x50HPhfAzK9JgiT65D8KCunbiN2O+gcUeUYZxx6niSkwYLi2KPKxx50nahyxzP/vH3KyqnbiN0OOkdUOcYZh54nCWmwoDj2qPKxB10nqtzxzD9vn7Jy6jZit4POEVWOcb8doJB7qSiC3riYEBTH7s/HDsLKxx6U9z3oOPC/BmR6TRAm1yH5IZ/+0oAHpX/9a87x/oJAwAOGUfGrG500/J/OFOq3dOlSNWbMGLfUmqBzINoFY+gYckEPHQ49jBzjnh319UtV9+5jst5LXMjVppFg+OaX2k5Eu2AMHUMu6KHDofvDHhH9gTHl+lX1qvuA7trBhZGP3bsOhjrQM06/TtBxYMNWk+vYouSfUUNy2VlVVbVCNsc7pRjBfOrmlMMT+zhBO+3DNrVLLjvFfTKfer6gw1dsuHPQOT77TKmJE5Xq39/ZokwqA/RMw47Lbtz1mZp+50RV86P+eotyvnzW+Jma+MhE1f8X/fUWZRJ/6NTTgPMtNk950DngwHv0UOqhh5R6/31nizIde/kDBz5u7jg16dFJasbSGXqLsk3HDgfee2YPNXPDQ2pJ6n29RTm7Y18jukKEpRPhEnqopj2XqkF3dlcPvfWQen/L+3rb48c96NgTAJ16GhiSLTbcOegcF12kVFNaBATKqCflDcaOw47LnvX7i9TmDvKBwhMzVyijvi247rGie0T1Ivy6l23VPerV7+1Rpx8uRZemVJO66El+SOMOnXoaUcS6v/KKs01n+XJ3h5QtUcRlL9uY+QP20sb0Dxh66OeIdoh2o6KZDu1SqlsnpR75tlL9fdFeyz/ihzTu0KmnEUWs+4knOtt0TjjB3SFlSxRx2SN7Z/6Ajeid/gG7VdTamafTsb1S15zkFoQTDuaHNO7QqaeBKLhiw52DznHvvdITSptViDLqSXmDcL2w47KnXniv6tkkHyiMpLhCGfWtmSvK7dQ7iVM/D6MzQoeqDurer/NDGnfo1NNAWHOxecqDztGli1Lbtik1YYIT/YItyqgn5Q3irxdNXqTmnT1Pp8TFFmWbcdmdOndRG6dtU9P6TFA1Vf31FmXUt8bJ2RJE987yGR04QW37wTbVpRM/pCQLjFM3hzHAdqGdHt1FykA9RLlhm9oll53iPouOU99HhCcvr4veEv1IlA6esc8RrRa9IRoiIoTEmsmijs5uVnD8PGeXJAITp75LdKroOBGe5pwu8j060WBA8AhXl4puF1kHcd5Bk4JMXhMFQQtp5HMvJV0kw8TQIExWFYniOt41cjWoia0h4036efPjN7NP+glor8amRjW9brqqua9Gb1FOZ8/e/1RNe4NcAJz6Nc5uAZhMtDJ5Tdgkxc4w6Cp6VTRMl1q4UzTJ2dW8K+rj7GYm3+EXkzUQ8lgnIdSfYUELaeR7LyVbJMPEUB8Z29RkVZE8r5ORPBq9bvbszNcwsTVkduzakerwow4p9UOlF57AFmXUNxPQXrt270r1/HFP/beeUEa9h7c4xTfn75Nq2KVSu5rkXlsNuXQUdRU9LQom03tvsgBGHBbJSIqdHuI+raQJwFMcBNJ+LPqz6GWRn4NFHzq7mnUi1FnDZFKQyWuiIGghjXzvBZTkXkwMDcJkVZEoruO/Bsh0DRNbQwaTezDJx0+bST8B7TXrhVlq887W94Ey6j28SVCPv7NTHXuHUnetUGrrTpwOI6mYWYof3BhJLTwqx2SiVRSTsYJIip2m4B3Mh/1Ej4v+Q/QmKlyeEt0ielGXlHpWdL0I2cT84JMCqV69eg2dP38+do3AL+b1692CD6y0j4WZgclrPBrkP0I1Yg1DYNUqZFZ0Cz66d1dqwID876Vfvwa1bp1ja6Z7CY18GlTI2KZBjQHyvE5G8mj0hn79VPU69DsE/zVMbA0ZDLns2oMRT3nfO/dT63Y5dnZu31kdfdDRej+ovVZtWqXqG9veR/dO3dWA/Z37wJqi6+vbnqNv976qT3X+H7BM773JNWzbEUSS7fQYO3as9SyNM0RTnN1mQh9+WbDA+ZXpdE0coYx6D5PXeIQ5/DJtWmsbPKEe5HsvGH7J9JrQMTHUR8Y2DWoMkOd1MpJHo+vhFxxLv4aJrSEz4eEJzUMm3vALhPpmAtpr2pJpzX/nF+o9Fry7QA8h+I+jjPpCyPTem1zDth1BJNlOD3GfRQ+/HChCDx0gSPU00Tu61MKTovNF6PnjIepWkXQn7GEyKcjkNVEQtJBGvvcCSnIvJoYGYbKqSBTX8V8DZLqGia0hg8k9mOTjp82kn4D2mjp6quq5T+v7QBn1HlFMgjK5RhR2BJEUO02RT0QgmE92nwjj6vgS+G9RregyEbhDhPP8SoTIGCSSwABgzm+TQhbJwAN+DBvmWgPB5DUg7GT5CJrAUGy2hTTyuZeSLpJh2qBC1jYNagyQx3WyYtjoS+vr1RgMqWS6homtIYNoF4yhj9o7Sr3Y7kXt0NtM+gloL0S7YAz9pQ9fUiMOGaEdeqcOre8D0RsYE7axOEW2997kGjbtCCLpdgIukpGFMIdfbJMUW2mnXfgZtU852Cnu00r0S2JAByZH+C4pBSZvShRvnHcNPGgs1I6g4wJ6dDnjmQ3OEYiNcySEwPYk8SCMnnpA+G4r2AuyT0Y7Td6UfN64QvFdI2ucepAdQceFwHhmg3N4ZH3f8zhHVIT1GbUdH57o/0su4j4rp6eOIcYc4bukFJi8KVG8cf5rgELsCDouYMw1ZzyzwTkCsXGOhBDYnqQNZeXUbSxwQSxj8qZE8cbZsMPgHIGLYNi41yjaKyZEsahIuVFWTt3GAhfEMiZvShRvnA07DM4RuAiGjXuNor1iQhSLipQbZeXUEdWVI3yXlAKTNyWKN85/DVCIHUHHBYS55YxnNjhHIDbOkRAC25O0QT4RpaGQOHUTEASAoUX8EkXHBZ/zTOHOYcep2yQptma10+RNMX3jisG9Rs449SA7DOwMjGc2vNec73sU7ZUHYX5GA9szDxL/f0lgnHoWkvIUHJTDE/s4QTvtwza1Sy47xX1WVpw6iSHoVQbFVGMmp0ku9LDjsi3YERRXHZjr3LtGrnh6CwTZmSSiuJdyaq9QYE/dnET3LkxiqvPIhW4jLjtre1qwIyiuOjDXue8aWePpLVBO8d/53EuhdtpuryBy2Snukz11UkIw7hsUU41cK6a50LOdwwYW7AiKqw7Mde6/BgjpXoPsTBJR3EuS2otOnYSLSUz1smXuThpIqgWiisu2YEdQXPWyf2a+BhJvaSK613KK/47iXpLUXnTqJFxMYqpHjnR30kCWRJB+jv6iO9srdcPNsoOPMFbquUK0RlQE+doB0u4lKK565OczXwOZFDURxaCXU/x3FPeSpPaiUyfhglC7oJhqpLc1zYWOP8MqaxfuUaojFmTGECNW+blHhCzRRfwczseOAuPUA3Od+68BMrWXBYLsTBJR3Es5tVdo8EGpOUmxNaudeMiHVXlmznS2mR764WEkVhjCQ0FsvYeTHvibZ++SeiyIrHIIiyWvFmUnZ3ua2BFwL3h4hhVxZj43U2/TH6bhoShWIcKDNmz9C0Jr3GvUPfhg9vayQJCd+VDqz6jpvRRjp832CiKXneI+7U/wsQGdujlJsTV8Oy8XBTl1HL9SlB22p33YpnbJZae4T0a/VDQGcdWhY8MGRIFsv0t2djvlrOD4A85uOp4dIcd/B90v451JmNCplzNwJuPGKTVpklIzZjhblMNyZpmwYQMcOqb1dzH9Gzcc0I/fDqzEH1ZbBNwvHPi4uePUpEcnqRlLZ+gtynTsxBZ06uWMQVx16Niw4cwznS2ehxrhPmT047cDhNUWAfebpHhnkkzKLqGXKUlJ7AMKthU//9Fb1MNwLojaqK1tieiwSEY7bdiACJQtW5ylzb8ryrkOdEfRpSK82IfPjqWzZ6sxU6aE0xYB94shF/TQ4dA9EE1RO7ZWTT25tR02P6O7d+9W69atUzt37nRr7ILz7rPPPm4pviTJzv3220/169dPdeyIz3QLTOiVhYp4CIXICUwzd1yMI5RRHwIZ7bRhw+jRzt/1F0kHVwo5lCX6xWeHnn5fiB0mBNwvoiYwxdyfJgBl1Kdj8zO6du3a1CeffJLau3evW2OXbdu2uXvxJil2bt26Vb9feN/SEffJB6UVi0FcdejYsOHpp53tWtE5IkzsS8uB5fTQu4oeER2Gitb47QBhtUXA/ZYq3hk9v/333x+9PLeGxBm8T3i/CvllRadeziC/9qJFSs2b5/z8xxblKPNu27ABjrG+XqnRo5V6uadSF+OXJ8ZhMJMUH2FsMeSCWUlZnKPfjr59w2uLgPtFHvBFkxepeWfP00Mu2KJcaH7wfKBDTxaJe784/GJOUmylnXaxaeff//53dy8cTIY1unXr5u61Zfjw4e6efW666SZ3L3nDRJneN3GfHH4hIYNwvWLjv71zZIntDjxuCcaQR8se9318yUuaFgI334wcQcUDf7pl5xa1vn693jr+NX7QqZPiwH/KYuO//efIENsdeNwSjCH3gbYN6UsUUT1jx45V5557rjrmmGN0XbX7rGODdAxOPvlkNWjQIHX00UerF154Qdf7eeutt9SJJ56oX3Pssceq9957T9fPnTu3uf573/uemLxH/eAHP1CfffaZrvvOd76jX3fbbbfpc0M///nPdd327dvV1772NXXcccfp+oceekjX19bWqhNOOEHXTbhgglrz7zXaqa/dvFat2rQqto69JHD4xZxY22ojqiQgYiTweJ5ka898IlOioGTDL8g14y7UkTJclCSf4RfcV9euXVtFdnjHZstnaNasWXq/Sa6X6bxXXXVVShy43t+1a1dqx44d+v7Gjx+famxs1PWXX3556r777tP7/mGf5557LiUOOtXQ0JCqr69PHXXUUalXX3019cgjj6QuueQS91Wp1JYtW/R206ZNerv5s82pM88+M3Xrvbemln+0XGvF+hW6Pgw4/EJKh43830HnYI7xaAmYQGUD9Ki/+MUvuqUW0Cu+99571Q9/+EP1t7/9TXXHTOI0hg8frodUfvKTn6h//OMfqkuXLurZZ59VK1as0H+PXjnK8qXh/kULf/nLX9Q3v/lNJY5e/zr41re+pX8N4BfD4sWL1Q033KDL++67r369fAGpYcOGqeFDh6vly5artatazrk3tVft2L3DLcUHOnVSHDbyfwedgznGoyWCL1E41Uxg6OX5559XBx98sDrvvPPU/fffrx5//HHtqCFMWMSwzZNPPqmd+bhx49SSJUvkuyelLrjgAjHxNa13331XfzGk43R02zJgwAD9pQDnfuONN+phF4QTXnHFFUp68eovK+TL4NxvqsZdLbG07araqa4dEUYbL+jUSXHYiP8OiO0OPG4J5sx2iehLNBPoeR900EHqu9/9rrr44ovVq6++qnvWnrM+/vjjdQ+8f//+6uqrr1Zf//rX1RtvvKFqamq08/3444/1ef7973/rcwHMyMSMWjBy5Ej1xBNPqB07dsj31Hb9hTF69Gi1fv161bVrVzV58mQ1ZcoUfV0vRvyAAw5Q7Xe3V3VP1+nPBYBD79axm9q3s9OjjxN06qQ4bMR/B8R2Bx63RCljyGNFRF+imcBDVPTIB8sXy6OPPqq+//3vu0dawENMPLjE69555x11/vnnq6OOOkrNmjVLffWrX9UPT7/yla/oh67g0ksv1XV4UIq/ufDCC/XwD4ZVLrnkEn0tDPV4D1lvuukmNXXqVD1NH18u6L3ji2XkSSNVzy49Vd/ufVX/nv3VgP0HSPMkLJY8TPig1Jyk2Eo77WLTzrzj1N2FOnIubOIjafHfcSfsB6WHiOpEb4veErX96lQKWYe2ijDoBk0XEUKSCn4FjR/vJDvD1vKvIhIeJk69SXSd6EjRSaIrRUeJ0kFAKQbdIPmNTHJiIw44xFjivPDsyDb5yMROk9ckhcZG6dZIv6amxtmiHDHpk6icDh4hmfmj6CvObjPoqcv/RHMqevglzzjgjLbmeY7Q8Nmh49TT7TCx0+Q1Fgn1vceapj17woW2COX0tU4NKNROrJ2J9U8RY1/1wyq9rXulLrQMjYDDL3YJe/jFz6GiwaKXdak1w0WvixDMOhAVJAs24oAjiCU2wm8HSLfDxE6T1ySFWbOU2rzZLbigjPqIyLQQx649u9TWXRghJeVOPo9uq0XPiW4SPYYKH0iTt1ck/xsVlqn5hegIUTpIpQepXr16DZ0/fz52S0KDOA5vanLkYJgCU+rTQfRInz5uoYWMtuZ5jtDw2dHQr5+qXrdO7zfbYWJnxPcS6nu/apWTUTIdTKIZMMAtmFGonRsaNuip7H5GHTFKHX744apT+5wrjBQMpuS3T8C4e9LsXL16tdq6tfWX8dixY60skoFk1YtE1+pSMB+IDnB2M1PRwy95TnvPaGue5wgNnx0Z0wSY2GnyGouE+t5Pm9b6PjyhPk8KtTNTuoP/+cv/hDalHXD4xS5hD7+gN/9bEaJfbkNFBnqLvF7/iSKcd5MukbbYiAMuYSxxK/x2gHQ7TOw0eU1SQLQIlt/zg7LNJfMCyDSJqnP7ziWfKJPrV8eIESPcvdKAyUfnnIMVWPIHSw6WcmnOdEyc+kjReaJTRV7IIoZYLnMF0BpvijCmPkc0UYRvFJIJ/PwrdjKNjXPYwG8HhkvS7TCx0+Q1SaFTJ6U2blRq2jQn+gVblFEfEZkmUR3U7SD5vvT6XfEhitS7fpqaEMzXlr7y2cWM1FKSzbbEwMlH5iTFVtppF5t25jv5CIFHGP2qrXW2QYFIJsMa/iyN0rtNTZo0KXXkkUfqOu+Y9JhTo0ePTh133HGpgQMHpp5//nld74HsiV/4whdS8mWgy9u3b0/169dPZ2dcvXp1aty4cakhQ4akRo0alXr77bf1ay644ILUNddco6+JDI9Lly7V54cGDRqkbX///ff19QCyQ1533XU6m+MxxxyTmjNnjq5fvHixfj3qL7rootTOnTt1/SmnnJJavny53n/wwQf1cZzr+uuv13XAnyny4Ycf1jYBv23XXnutrgNhD7+QMEAPpdzisvGQsERx2cQe+CiGnb7+lVde0dPxxWm5NQ7iFHWSLuR5ef311/W0fT/Inoic5889h5gNpRYsWKBfj/wuSAfwy1/+Uifmmj17tk7G5bFKPpvIwojsjjj261//Wl8DGRmRGMzPXXfdpcTJq5UrV+q8MkgvgDwwSC+AFAVIKYBe9e233+7+hQOGcJDlEQnGcG5x9DrPTBCebbfeeqtbUxx06qUgiv81UQEH3ru38+WEqA9sUaZjTyxRRJgWk3p3woQJzYtYIIIOZUQKYQjn29/+tv4iwCIZXu4XgHov6gVJvaRXrKQHrqTnrzp06KDrPeBgL7vssub6z33uczrrI+xFNkeAjJDIJukHThzj6wceeKD+W3wZpL8mE37bbECnXgoYl01iTBTp64tJvYvMjM/I/xVkYkSv/NRTT1V79+7VCbi8bI7Q228jtsPBfz2shnTPPffoFZFOOukknRTMD0Y40p8/OKMeucn1Gv/5vOyPHtnaolDo1EtBRIs+RMKyZe5OGhE9+CL2KWHmXaPUu4iiQU8fGRzHjx+ve7k9evTQPemHH35YnwcOFsM3mVizZo3OvIihEpwv3akj0+Mdd9zR/OASXx5f/vKX1QcffKDjxsEDDzygTjnlFL3vgayPGBb69NNP5Uf3HjVv3rzm1/Tq1Ut/yeDLB19SYUKnXgpK+b/GNvJTNiMlDlEjhVPKCFOT1LsAQy5YkxRbjz/84Q/qt7/9rR5zHzhwoPrjH5HRpC1YlxSpe/E6jKefkXZjSMf7+c9/XqfrxWswzr/PPvvoYSEMleALoV27dnqIxk+fPn3ULbfcotdfxd8NGTJEnXXWWfrYj3/8Y/0FhF8VeF1Zwtwv5rlOYh2t4ct10jz5qMBcJ1HB6JdgvOgXw8y7iZvUE3cY/ZI0yjUuGw+1ShCXTeyDjyIz7yYTOvVSUU7/a+DA8eWEyABs6dAJKRkV59QRNYiwcEQ7xT48PCnGJqpRI8Brj3KYg0ASR0U5dfzf8sLDkRQw1uHhSTE2UY0aAf72SPocBJJIKsqp+8PDQazDw5NibKIaNQL87YFnWpXeHiRyKsqpJyo8PCnGllPMvQ3YHqTEVJRTT1R4eFKMLaeYexuwPbISdurd6dOn6yn++fDkk0/qGPJcFJOWtxRUlFP3T6oAUU6qyJukGJuoRo0Af3skPTd8BNhMvVtbW6tOO+00t9SCd41MIOUA0gbkIg5pefOhopw6oga98PBMqb9jRVKMTVSjRoC/PRI8B2HP3j1q4aqFauZzM/UWZVtg1ihmXZ577rl6dibwevFIwoX8L5hVilmfyKLoB0u7HXrooXq6PdixY4c65JBD1O7du3UWRc/54jVw8qNGjdKpA55++mk91R8pAK6++mo9uxP8/ve/V1dddZXex9/jGH419O/fv/lcSA8AWwC+IKZMmaLtxoxTZIUEuBaSkeF1yBbpzBEqDRXl1AH+b+H9xEzd2IeHJ8XYRDVqBHjtkdA5CHDg4+aOU5MenaRmLJ2htyjbdOxhpN5NB1P7X3zxRfWNb3xDZ21EErA//elP6pNPPnFf0RZ8qeBvFi5cmLEHnyktL8AXA7I0vvnmmzpRGP6+VFScUycVjI287/gpX+Yx6M+sfka9/NHLqqGxQaXkH7Yoo94WtlPvZsKrR8Iu9Ly9601CmGkW8AWAvC5HHXWU+te//uXWtpApLS+oq6tTSOiFHjzyqb/11lu6vhTQqZPKwEbedzjwCohBX7lhpdre2DqCB+XXNtqL4LGdejcT3jXyGQrp3Lmzu5f571CXnpYXqXSxIAeGa/BFhAyT6el1o4ROnVQGNvK+V0gM+uA+g1W3Tq2dLsqDeocfwVNo6t1cYCx97dq1emwceL38QsiUltdz4AcccIB8JBpK/lCVTp1UBjbyvldIDPoZh5+hhh08TFV3qlZV8g9blFEfNsWk3s0G0uv+5je/Uaeffrp2yshtjrH5QsiUlheLc+BLCEMvGL7BEFJFwoWnzanEVLHWmTYNfWut5hTBEOpNQQ5apEn2/hZCGfUhUNLUu3uaUgveXZCa+dxMvUU5F3FPaVtfX6+3W7duTV1++eWp2267TZfjClPvEhIEIlF69nQLLiij3pQKikFv3669Gj9gvJp68lS9RTnJ3H333foXAIZtEBaJaJhyhU6dVAY28r5j7LYMYtArkWuuuUaPySPsECskde3a1T1SftCpk8rBRt73hMegk/KHTp0QQsoIOnVCCCkj6NQJIaSMoFMnhKSxRnSFqIcILgJblFFfHBs3blQTJ05Uhx12mJ6Kf+aZZ6pVSNuQJ0jEhZS4+XL22WerLVu2uKUWkJZg9uzZbinZ0KkTQnxgduyxontE9SKERWOLMuoLnz2LEGvMDh0zZoxas2aNTuZ18803Z8yxEkQup54r1S4mNGGyUDlDp04IcUFPHItB7BDtRoUPlFGP44X12JH0CtkUkRDLA7Hjo0ePVj/72c/0TEzM1JyBvDoCpvUfeeSRerbmwIED9WxQZEDENHzkgEGGRPw96tJT7c6bN0/P8EQq3BtuuEGfD6D86aef6n1kifzSl76kc7C/++67ug7MmTNH/4qALfhVkTTo1AkhLreK0p15Ojj+X85uniAt7dChQ91SC0iH+9577+l0vIglR5IuJPUCqL/yyit11kP0sNHTxipEyAGDeHO8HmkAgJdqF0nB4MiRLdGLTX/iiSf0azxwDWR4RArdxx57TL/GAysheal1kecladCpE0Jc5opMnPoDzq4l4NQh5HsZMmSITpULZw6QLhe9cYAvBC8pVya8PDBw0BjiOfDAA3WKXPTovS8JDyy+gaEgTELq0aOHzvzogR46/ga5ZbwUu0nCxKkfIqoTvS1CkuBMGXaQi3KOaLXoDdEQESEkUTS42yBMX9caDKGgh5wOxtpvvPFG3auGVq9erTM0An8qXGRj9LIjZiLfVLvpKXQ9nnrqKf3rALbiiyTXNeOIiVPHHV0nOlJ0kuhK0VEiP0h+cYSrS0W3i0ixeAsybNhQtgsykDjhLCkXjOnrWoO857t27dJ5WDzQq0ZP+Xe/+51OWws++ugj9fHHH+v9bGDxjHrkxc8AFqvAykgYO8dDU4yvn3LKKe5RBwzRIE87xuNxHqygBLBM3ocffqiX2/vpT3+qI2U8u5KCiVMXj6JedXb1Y3D02A/WpRbOEt0vwlfk/4rweLmPiBQKHLi3IAOe8pfpggwkTkwWtV0WrjU4fp6zmyfoGcOR/vnPf9Yhjei5I5QQa5VCw4cP1w83MWaezWF7YD1RPHD1HpT66dOnj7rlllu0Y0Z6XAzpnHUWXFQLqMNwDf4eYY54WAvwJTB58mRtB4aDkDOm3KNlDhX9U4TAVT9YkG+Us6t5VnS8s5sZpt4NwJfmtTlVbIhpXm3AFMF2iT717mpRV5EewcgiHMfrWhP31LseSbOzkNS7mQeVMoPfXFjt9SbRY6jw8ZToFtGLuuQ49etF6QNoGJqBkKh+KJ4+lwr8pPJWMI8lGHJx43Ab+vVT1evW6X29Yj8WeI4hsW9Tl0q0E4tCHH744W4pO+3b/0l16XK+7O1WVVUtD01TKfTQO0qv+H7pzX7VqfSBHm7QCkRxIGl24vkCUgX7kV8g8Ks5O80m4B1dJLpWl9pyp8i/miuCPnN6HvbUA2BPPTTYUw8CPfErRT1E7dwtym176B7sqdulmJ66yZg6evO/FWEs/TZUZOBJEb7e8Vo8TMVXC8biSaH4F2QA2Jbpggwkbhwm+pUI/43xDAdblFFP4o6JUx8pwpMRLNmNxRihM0WYFuZNDXtatFaEkEY82kaiCFIM+InoLciAIRcuyECKxOnkkaRQ6Ptl4tQxTo4eOBI/YBYABCeOqVbedCtcHaGO+Co/RpTz5wExBA4cCzFgDJ0LMpAiwGzLTZs20bEnBLxPeL/wvuVLPg9KrYIxdeRvKBVYtRyzzpJAUmylnXaxaefu3bvVunXr1M6dO90au+C8hTigqEmSnQil7Nevn86X46eqqsrKg1Lr8EGpOXwAaRfaaR+2qV1y2Snus+gHpYQQQhICnTohhJQRdOqEEFJGlOxBqfCJ6B/Obkk4QORky48/SbGVdtqFn1H7lIOdXxAd6OwSP0kKu0yKrbTTLvyM2qfs7eTwCyGElBF06oQQUkZU+hTFtsuwxJek2Eo77cLPqH1oJyGEEEIIIYSEAoaZVoqwQlM6SK6B3KJeBsrpolKAZdL/JoINmZ58I/w0Lot7B9kalzbFOmSPiN4RIXX0cJGfuLRpkJ1xac8viTwboG2i/xT5iUObmtgZlza9RoQF/d8UzROlJ6aJ0//7WIHFPR4UZXPqmeqjBo4SsanZQLrjZ0R4k5Gz/mVRqQiyNS5tep/oEmdXdRKlLzYZlzYNsjMu7ekHHaWNIsRM+4nT5xRkszMObYq1nt8XddElpf5bdKGz20ze7VkJ0S/9RF8T3aNLyYWLe+cH1tE9WYQFXkCjaIuz20wc2tTEzjhSI1ojSp9AGLfPaTY740IHEZw6tl1FzhqWLeTdnpXg1H8uwnqpe3UpM/i5+7oI34gDUVEC8Kb9SYQn3nod1zTwrf6hs6vBoqWoKwVBtoJSt2l/EWYt3yvC0Bu+1LuJ/MShTU3sBHH4jPqZKMJwQTpx+pyCbHaCUrfpR6LZIizmj5XiMByE/1d+4taeJWe86DfObtafW+gpeav74qfOe85u5PR1tweJ8EFD780PFvce5exqsLj3UGc3coJsjUObIt90k2iYLin1C9FMZ7eZOLSpiZ1x+Yx6YIgIU9h76VJr4vQ5zWVnHNq0p2iJCFP+kTT9CdFkkZ+827Pce+pYiu/rIowBzxdhSb65Ij94iNLg7OoVndC4ucaLw8L72fWx6HHRibrUAr6hD3F2NRhWSv+pFhVBtsahTdFekDcGiQeR6Q+Z4tCmJnbG5TPqgYVyXxX9S5daE4c29chlZxza9DQRxtTxS2236DHRCJGfvNuz3J36jSI0wqEi/AzDt2L6N2FvER5CADgntMkmXYoO/Nzu7uzq/a+K8DTcT1wW9zaxNQ5tiodj+NmKSAiAsdW/O7vNxKFNTeyMQ3v6mSTKNqQRp0Xoc9kZhzbFsAvaCGPpsAXvPaKf/HBR/xz4h1/8i2ZfJUJIEYYR8CAi/ZsyCjCuiutDsOX/iYDfTrypvxbhoQ/CCUu1nJWJrXFoU4D1dBFyiVAw/LTFz904tmmQnXFpTwAHBOe3ry45xLFNg+yMS5v+SIRQVnSMHhB1FsWxPQkhhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghyUap/w8OF/bX/u5CdgAAAABJRU5ErkJggg==)

In [ ]: